**What is a grammar?**

**grammar** is the set of [structural](http://en.wikipedia.org/wiki/Structural) rules governing the composition of [clauses](http://en.wikipedia.org/wiki/Clause_(linguistics)), [phrases](http://en.wikipedia.org/wiki/Phrase), and [words](http://en.wikipedia.org/wiki/Words) in any given [natural language](http://en.wikipedia.org/wiki/Natural_language)

a **grammar** (when the context is not given, often called a **formal grammar** for clarity) is a set of [production rules](http://en.wikipedia.org/wiki/Production_(computer_science)) for [strings](http://en.wikipedia.org/wiki/String_(computer_science)) in a [formal language](http://en.wikipedia.org/wiki/Formal_language)

What is a language?

A language is the set of string generated by a grammar.

What is a regular grammar?

a **regular grammar** is a [formal grammar](http://en.wikipedia.org/wiki/Formal_grammar) that is right-regular or left-regular.

**A formal grammar is**

A formal grammar is a set of rules for rewriting strings, along with a "start symbol" from which rewriting starts.

What is a context free grammar?

**context-free grammar** (**CFG**) is a [formal grammar](http://en.wikipedia.org/wiki/Formal_grammar) in which every [production rule](http://en.wikipedia.org/wiki/Production_(computer_science)) is of the form

*V* → *w*

where *V* is a *single* [nonterminal](http://en.wikipedia.org/wiki/Nonterminal) symbol, and *w* is a string of [terminals](http://en.wikipedia.org/wiki/Terminal_and_nonterminal_symbols) and/or nonterminals (*w* can be empty). A formal grammar is considered "context free" when its production rules can be applied regardless of the context of a nonterminal. No matter which symbols surround it, the single nonterminal on the left hand side can always be replaced by the right hand side.

Be able to derive sentences from a grammar. What are leftmost and rightmost derivations? Be able to derive both.

**eftmost and Rightmost Derivations**

At any stage during a parse, when we have derived some sentential form (that is not yet a sentence) we will potentially have two choices to make:

1. which non-terminal in the sentential form to apply a production rule to
2. which production rule for that non-terminal to apply

Eg. in the above example, when we derived ![$E\; OP\; E$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAAPBAMAAAHWDDrXAAAAMFBMVEWzs7OoqKicnJyQkJCEhIR4eHhsbGxgYGBUVFRISEg8PDwwMDAkJCQYGBgMDAwAAADqWcueAAAAAXRSTlMAQObYZgAAARRJREFUeJyFkbFKw1AUhj+SGG8S0/QNzOjg0EV07NhNB52Ne4cszgangkT0DXwBIauIFFy7ZCw4WGdBqhV0cPCcpqHp1J+b5M93Dvf+915QBYQhC00zmFD4IMijBRENhUJKgaY0kYkDrfrcoGMup7vstTJXyhFTmWGHRHpdlx6eneo6SbJou2SdnPbSSzCJdcZEzJ2CyMAJxsq8KjytBzEcmIH8vGuufftIQKn7sNM9NGxG4Xai+VSmXiRdm2NF93+Pw281/eN+F/919HS7gtkqqoS5PD8wgmETw0VnVz/Bm7x+2ZxhnhtY9MI5MRzKRrwZYbGKYeNL7w62pSGPOY2reo1xrseD/FOMNbau2vQ+qqOu8T/wnkXFcBx/QwAAAABJRU5ErkJggg==), we could then have applied a production rule to any of these three non-terminals, and would then have had to choose among all the production rules for either ![$E$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAOBAMAAAFMxNoRAAAAMFBMVEWzs7OoqKicnJyQkJCEhIR4eHhsbGxgYGBUVFRISEg8PDwwMDAkJCQYGBgMDAwAAADqWcueAAAAAXRSTlMAQObYZgAAAGNJREFUeJxjYGBg4GaAgAdAzAlh8jJwXGDgZ4ABpgY2IMnPxsaADLhABD8HkODbCSTMmQMYGCYwNKCoYVj7Z/f+L2AWzwYGhgVgVr2BDlT2NkMpgwKIwfoJ6g6WvhsdvR8ZGACEmxE+xNLZagAAAABJRU5ErkJggg==) or ![$OP$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAAPBAMAAAGdpOk6AAAAMFBMVEWzs7OoqKicnJyQkJCEhIR4eHhsbGxgYGBUVFRISEg8PDwwMDAkJCQYGBgMDAwAAADqWcueAAAAAXRSTlMAQObYZgAAAKlJREFUeJxjYAACDhDxuYGBgY2PgYGbmQEKOBkZFgAlO4DMhA8gARYBiEQoAwdTAyeQ8YHhAj9YhKWAAQ24QChuhgdcDBdAKj/wAwmGBiDdq8DA0sAwwRwkv4CPYQLYCQroBsAA21G3IwwMa//svgm2nQNoGH8BA88GBm6wm/YBRfkbGOoNGHpARrD8ABLzDRhuQ3UzAvkclxhYP8GM023Q2MjA0vcCbB8AimQkpMu3mZQAAAAASUVORK5CYII=).

The first decision here is relatively easy to solve: we will be reading the input string from left to right, so it is our own interest to derive the leftmost terminal of the resulting sentence as soon as possible. Thus, in a top-down parse we always choose the leftmost non-terminal in a sentential form to apply a production rule to - this is called a **leftmost derivation**.

If we were doing a bottom-up parse then the situation would be reversed, and we would want to do apply the production rules in reverse to the leftmost symbols; thus we are performing a **rightmost derivation** in reverse.

For example, a bottom-up rightmost derivation would look like:

Be able to build parse trees from a grammar.

What is an ambiguous grammar? Be able to demonstrate that grammar is ambiguous.

 an **ambiguous grammar** is a [context-free grammar](http://en.wikipedia.org/wiki/Context-free_grammar) for which there exists a [string](http://en.wikipedia.org/wiki/String_(computer_science)) that can have more than one [leftmost derivation](http://en.wikipedia.org/wiki/Leftmost_derivation), while an **unambiguous grammar** is a context-free grammar for which every valid string has a unique leftmost derivation. Many languages admit both ambiguous and unambiguous grammars, while some languages admit only ambiguous grammars. Any non-empty language admits an ambiguous grammar by taking an unambiguous grammar and introducing a duplicate rule or synonym (the only language without ambiguous grammars is the empty language)

### ****Topics****

**These are a comprehensive, but not complete list of topics.**

Chomsky Hierarchy.

In [computer science](http://en.wikipedia.org/wiki/Computer_science), an **ambiguous grammar** is a [context-free grammar](http://en.wikipedia.org/wiki/Context-free_grammar) for which there exists a [string](http://en.wikipedia.org/wiki/String_(computer_science)) that can have more than one [leftmost derivation](http://en.wikipedia.org/wiki/Leftmost_derivation), while an **unambiguous grammar** is a context-free grammar for which every valid string has a unique leftmost derivation. Many languages admit both ambiguous and unambiguous grammars, while some languages admit only ambiguous grammars. Any non-empty language admits an ambiguous grammar by taking an unambiguous grammar and introducing a duplicate rule or synonym (the only language without ambiguous grammars is the empty language).

What is a language?

What is a grammar?

Grammars define a language. A language is the set of strings generated by a grammar.

Languages and grammars - regular, context free

Language generators generate the strings of a language. Grammars are generators.